## Task 4: Comparing bubble sort and quick sort

The bubble sort is a well-established and relatively simple algorithm for sorting data by repeated comparisons of adjacent elements in an array. ‘Quick sort makes use of a technique called recursion, splitting an array in half again and again until each array only has one element in it, and then ‘unwinding’. Recursion is a programming technique where a module (a group of instructions referred to by name) calls itself, the most important aspect of which is to ensure that it ‘unwinds’ or at least stops. Failure to correctly stop recursion can lead to stack overflow, the mechanisms of which you can investigate at your leisure. This makes it efficient for large data sets, but less so for smaller ones, since there is a large programming overhead.

In this task you will apply both sorting techniques on large integer arrays.

The program steps are:

* Create a large array filled with random integers.
* Record the current time as precisely as possible using code.
* Run the algorithm (don’t display before capturing the end time!).
* Capture the end time and subtract the start time to give the elapsed time.
* Display the results and the elapsed time.

Your program will need to provide the following features and selections:

* it must be able to select the size of the array
* it must be able to select which algorithm to use
* it must be easily resettable to allow re-running with different parameters.

Gather and record results for both algorithms with array sizes of 100, 1000, 10000 and 100000 integers. Following is a suggested representation of the Graphical User Interface (GUI). If you are working without a GUI, such as in Python, you will need to prompt the user for the data and print out the sorted results, if possible.

![](data:image/png;base64,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)

The code for each algorithm and the random integer generating code **must** each be in their own separate function/method.

' Quick sort algorithm (divide and conquere in-place) recursively

' 1. Choose any element in the array array[p..r]. Call this element the pivot q

' 2. Rearrange the elements in array[p..r] so that all elements in array[p..r]

' that are less than Or equal (<=) To the pivot q are To its left And all

' elements that are greater (<) than the pivot q are To its right

' 3. call quicksort on subarray array[p..q-1] and call quicksort on subarray

' array[q+1..r] Note item q Is Not part of either of these subarrays

' 4. these subarrays are then joined together recursively as each call

' to quicksort ends

Private Sub quickSort(intSubList() As Int32, ByVal intFirst As Int16, ByVal intLast As Int16)

Dim Low As Int16, High As Int16

Dim Pivot As String

Low = intFirst

High = intLast

Pivot = intSubList((intFirst + intLast) \ 2)

Do

While intSubList(Low) < Pivot

Low = Low + 1

End While

While intSubList(High) > Pivot

High = High - 1

End While

intCompCount += 1

If Low <= High Then

swap(Low, High)

Low = Low + 1

High = High - 1

End If

Loop While Low <= High

If intFirst < High Then quickSort(intSubList, intFirst, High)

If Low < intLast Then quickSort(intSubList, Low, intLast)

End Sub

' The selection sort algorithm sorts an array by repeatedly finding the

' minimum element(considering ascending order) from unsorted part and

' putting it at the beginning. The algorithm maintains two subarrays

' In a given array.

' 1) The subarray which Is already sorted.

' 2) Remaining subarray which Is unsorted.

Private Sub selectionSort()

Dim minDex, intLoop1, intLoop2 As Int32

For intLoop2 = 0 To arrSampleNums.Count - 2

minDex = intLoop1

For intLoop1 = intLoop2 + 1 To arrSampleNums.Count - 2

If arrSampleNums(intLoop1) < arrSampleNums(minDex) Then minDex = intLoop1

Next

swap(minDex, intLoop2)

Next

End Sub

Sub swap(intNdxA As Int32, intNdxB As Int32)

Dim intTemp As Int32

intTemp = arrSampleNums(intNdxA)

arrSampleNums(intNdxA) = arrSampleNums(intNdxB)

arrSampleNums(intNdxB) = intTemp

End Sub